# Problem des schlafenden Frisörs

Dient zur Erklärung wie dead locks entstehen können. Tritt auf, wenn Prozesse abwechselnd ausgeführt werden und vom scheduler zur falschen Zeit unterbrochen werden:

Die Prozesse haben jeweils zwei Aufgaben:

1. Information sammeln
2. Reagieren auf die Information

Probleme entstehen, wenn der Prozess nach dem Sammeln der Information unterbrochen wird und erst später darauf reagieren kann und sich die Lage inzwischen verändert hat:

Frisör:

1. Information sammeln: Schaut ob eine Kunde da ist
2. Reaktion: Wenn kein Kunde da ist, schlafen gehen und warten bis er geweckt wird

Kunde:

1. Information sammeln: Schauen ob Frisör schläft
2. Reaktion: Wenn er der erste Kunde ist, den Frisör aufwecken sonst warten bis er dran kommt

Problematischer Ablauf, weil die Prozesse unterbrochen werden und der jeweils andere Prozess die CPU Ressourcen bekommt

Es ist gerade kein Kunde im System

1. Frisör schaut ob Kunde da ist: Keiner da – Prozess wird unterbrochen
2. Kunde schaut ob Frisör schläft: Frisör ist munter – Prozess wird unterbrochen
3. Frisör reagiert auf seine letzte Information (kein Kunde da) und geht schlafen – Prozess unterbrochen
4. Kunde reagiert auf seine letzte Information (Frisör ist munter) und wartet bis er dran kommt

Jetzt schläft der Frisör und der Kunde wartet bis er dran kommt –> dead lock  
Auch ein weiterer Kunde würde den Frisör nicht aufwecken weil er ja nicht der erste Kunde ist.  
Lösung atomare Prozesse: = Verbieten, dass Prozesse an solchen kritischen Stellen unterbrochen werden können. Das Holen von Information und die Reaktion darauf bilden einen kritischen Abschnitt, der nicht unterbrochen werden darf. Dies erreicht man durch Befehle, die den Ablauf des Programms entsprechend steuern und den Start und das Ende des kritischen Abschnitts signalisieren.

Oft verwendet man ein Kontrollelement (zB eine boolesche Variable) das gesetzt wird, um zu signalisieren, dass die Ressource gerade nicht frei ist. Die Befehle, die diese Kontrollelemente auf bestimmte Werte setzen, müssen natürlich selber ebenfalls atomare Befehle sein und gehören üblicherweise direkt zum Befehlssatz der CPUs.

Schlüsselwörter sind lock, mutex oder synchronize

Codeausschnitt vom Frisör nach Bearbeitung eines Kunden (erster thread):

lock();//Wartet bis kein lock mehr aktiv ist und setzt dann selber ein lock

if (kundeAnwesend) { //Info beschaffen

schneideHaare(); //Reaktion auf die beschaffte Information

}

else {

geheSchlafen();  
}

release(); //gibt den lock frei

Codeausschnitt vom Kunden beim Eintreten in den Frisörsalon (zweiter thread):

lock(); //Wartet bis kein lock mehr aktiv ist

if (frisoerSchlaeft) {

weckeFrisoer();

}

else {

warte();

}  
release();

Lock selber ist blockierend, dh der thread wartet bis ein anderer thread das release gemacht hat.   
Aktives/Passives Warten: Beim Warten auf Fortführung des Prozesses gibt es zwei Vorgangsweisen, aktives und passives Warten.

Beim **aktiven Warten** (engl busy waiting oder spinning oder polling) überprüft der wartende Prozess ständig, ob er weitermachen kann, dh welchen Wert die Kontrollvariable hat:

solange (Bedingung b nicht erfüllt) {tu nix}

Die Prozessorbelastung ist also höher. Üblicherweise stellt das OS Befehle zur Verfügung, damit wenigstens das Warten keine CPU Ressourcen verwendet (man nennt das dann slow busy waiting oder oder lazy polling)

solange (Bedingung b nicht erfüllt) {

warte für einige Zeit;

}  
Problem ist, das man nicht gleich mitbekommt, wenn die Bedingung erfüllt ist, oder man in kürzeren Zeitabschnitten nachschaut, dann hat man wieder den Ressourcenverbrauch

Beim **passiven Warten** wird die Fortführung von einem Kontrollprozess (des OS) übernommen, der den wartenden Prozess weiterführt, wenn die gewünschte Ressource freigegeben wird.

# Verfahren zum Schutz gemeinsamer Resourcen

* Mutex (gegenseitiger Ausschluss) : Gruppe von Verfahren zum Lösen der Problematik der kritischen Abschnitte.
* Semaphor/Monitor: Einem Abschnitt, Objekt, Funktion wird ein Kontrollelement zugeordnet. Dieses Kontrollelement speichert, ob die Komponente gerade in Verwendung ist oder nicht. Ist sie in Verwendung, muss das Programm warten, bis sie wieder frei ist.
* Lock: Ähnlich den Semaphoren, unterstützt aber Read- und Write-Locks. Somit können zwei Prozesse, die nur Daten lesen wollen, gleichzeitig lesen. Erst bei einem Write-Lock wird der Zugriff für andere gesperrt. Findet bei Datenbanken oder File IO oft Verwendung.

# Implementierung

## Locks:

Gibt es in den meisten Programmiersprachen, das Konzept ist immer gleich, die Befehle heißen anders:

zB Linux   
pthread\_mutex\_lock(&mutex);  
pthread\_mutex\_unlock(&mutex);

Beispiel zur Implementierung von kritischen Abschnitten in Java. Dazu verwendet man das synchronized-Schlüsselwort. Es kann sowohl auf Abschnitte, als auch auf ganze Methoden angewendet werden.

![](data:image/png;base64,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)

Das Schlüsselwort setzt einen Lock auf das als Parameter angegebene Objekt (hier object). Will ein weiterer Thread auf dasselbe object einen Lock setzen, so muss er warten bis das Objekt frei ist.
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Das Schlüsselwort in dieser Verwendung setzt einen Lock auf die gesamte betroffene Instanz. Ruft ein anderer Thread also eine andere Methode auf, die mit synchronized gekennzeichnet ist, so muss er warten bis der andere Thread den Lock wieder freigibt.

## Sempahoren

Semaphoren sind Siganlgeber, die anzeigen ob eine Resource frei ist oder nicht. (Sempahore ist ein Eisenbahnsignal, das bei eingleisigen Strecken gesetzt wurde, wenn ein Zug im Abschnitt war, damit kein entgegengesetzter Zug in den eingleisigen Abschnitt einfährt)

Es gibt binäre Semaphoren (diese entsprechen den normalen locks) und zählende Semaphoren, die eine gewissse Menge an Ressourcen verwalten können. Immer wenn eine Ressource verbraucht wurde, wird die semaphore heruntergezählt, erst bei 0 entsteht ein Wartezyklus für den Prozess, der noch eine Ressource benötigen würde.   
Wenn eine Ressource frei wird die Semaphore um 1 hinaufgezählt.

Wo braucht man so etwas: bei beschränkten Ressourcen zB wenn Druckjobs aus einer Druckerwarteschlange an einen Drucker gesendet werden sollen, der nur eine gewisse Datenmenge zwischenspeichern kann. Jeder anstehende Druckjob verringert den freien Platz, jeder abgearbeitete erhöht ihn wieder. Wenn kein Platz mehr da ist, muss der nächste Job warten.

### Semaphore unter Linux

Folgende Funktionen werden benötigt:

* semget: Erzeugt ein Semaphore oder holt ein bereits bestehendes. Rückgabewert ist die Id des Semaphores. Semaphoren werden über einen key erzeugt bzw verwendet. Wer den key kennt, kann die Semaphore benutzen, also auch verschiedene Tasks am gleichen Rechner (nicht nur threads).
* semop: Reduziert oder erhöht den Wert des Semaphores um den angegebenen Wert. Ist nicht mehr genug vorhanden, so wartet das Programm entweder oder semop() gibt einen Fehler zurück (Verhalten ist über die Parameter spezifizierbar).
* semctl: Wird für verschiedene Konfigurationen der Semaphoren verwendet. Z.B. zum Setzen des initialen Wertes des Semaphores.

### Semaphore unter Windows

Folgende Funktionen werden benötigt:

* CreateSemaphore: Zum Erstellen und Öffnen eines Semaphores.
* WaitForSingleObject: Zum Anfordern eines binären Semaphores. Die Funktion wartet solange, bis entweder ein freies Semaphore gefunden wurde oder das übergebene Timeout ausläuft. Rückgabewert gibt an, was passiert ist.
* WaitForMultipleObjects. Wartet bis etwas frei ist und zählt herunter und führt das Programm weiter aus, sobald etwas frei ist
* ReleaseSemaphore: Zum Freigeben einer Semaphore.

# Pipes

Pipes (First In First Out Buffer) liefern eine einfache Möglichkeit für den geregelten Datenaustausch zwischen Prozessen und sind standardmäßig blockierend (das kann man aber aufheben)

Beispiel: pipe von Prozess1 zu Prozess2, damit P1 Infos zu P2 senden kann

Prozess1 schreibt in die pipe und macht erst weiter wenn P2 gelesen hat.  
P2 wartet beim Lesebefehl bis etwas in der pipe steht und macht erst dann weiter wenn P! etwas in die pipe geschrieben hat.  
Das Warten geschieht auch umgekehrt dh Der schreibende Prozess wartet bis der lesende Prozess die Infos ausgelesen hat. Lesen leert die pipe.

Durch das gegenseitige Blockieren ist sichergestellt, dass die Daten beim Gegenüber ankommen bzw das sie gelesen wurden.

Pipes gibt es unnamed (für verwandte Prozesse oder threads) und named für getrennte Tasks,

Wer bei named pipes den Namen kennt, kann sie verwenden, wobei der erste Prozess die pipe erzeugt (create Befehl mit entsprechenden Rechten) und die restlichen die pipe öffnen (ust wie das Schreiben und Lesen von Files, aber mit entsprechendem Warten bis was drinnen steht

Befehle: mkfifo, pipe